**PERSPEKTYWY**

**//zad 1** Utwórz perspektywę o nazwie STATYSTYKA\_klentów, która będzie przedstawiać imię, nazwisko klienta oraz liczbę dokonanych przez niego wypożyczeni.

create view STATYSTYKA\_KLIENTOW

as select imie, nazwisko, count (\*) as l\_wypozyczen

from klienci

natural join wypozyczenia

group by imie, nazwisko

select \* from STATYSTYKA\_KLIENTOW

**//zad 2** Korzystając z perspektywy STATYSTYKA\_KLIENTOW wyświetl imiona i nazwiska klientów, którzy wykonali ponad 2 wypożyczenia.

select \* from STATYSTYKA\_KLIENTOW

where l\_wypozyczen>2

**//zad3** Usuń perspektyę STATYSTYKA\_KLIENTOW, wysświetl imiona i nazwiska kientów, którzy wykonali ponad 2 wypożyczenia.

drop view STATYSTYKA\_KLIENTOW;

Usunięcie perspektywy nie powoduje utraty danych, ponieważ

perspektywa jest relacją wirtualną i nie zawiera rzeczywistych

krotek.

**TRANSAKCJE**

**//zad1** Rozpocznij nową transakcję, usuń wszystkie krotki z relacji FILMY, a następnie wycofaj bieżącą transakcje. Sprawdź zawartość relacji filmy.

begin;

delete from filmy;

rollback;

select \* from filmy;

**//zad2** Wykonaj następujące kroki.

1. Rozpocznij nową transakcję.
2. Do relacji filmy wprowadź nową krotkę ID\_FILMU=11, TYTUL=’Komornik’, ROK\_PRODUKCJI=2005, CENA=10.5.
3. Utwórz punkt zachowania o nazwie P1
4. Usuń wszystkie krotki z relacji FILMY
5. Utwórz punkt zachowania o nazwie P2
6. Usuń wszystkie krotki z relacji KOPIE
7. Wyświetl zawartość relacji FILMY i KOPIE
8. Wycofaj transakcje do punktu zachowania P2
9. Wyświetl zawartość relacji FILMY i KOPIE
10. Wycofaj transakcje do punktu zachowania P1
11. Wyświetl zawartość relacji FILMY i KOPIE
12. Wycofaj transakcję
13. Wyświetl zawartość relacji FILMY i KOPIE

begin;

insert into filmy (id\_filmu,tytul,rok\_produkcji,cena) values (11, 'Komornik', 2005,10.5);

savepoint p1;

delete from filmy;

savepoint p2;

delete from kopie;

select \* from filmy;

select \* from kopie;

rollback to p2;

select \* from filmy;

select \* from kopie;

rollback to p1;

select \* from filmy;

select \* from kopie;

rollback;

select \* from filmy;

select \* from kopie;

**//zad3** Podłącz się do bazy danych równocześnie z dwóch okien aplikacji. Wykonaj następujące kroki.

1. W pierwszym oknie rozpocznij nową transakcję.
2. W pierwszym oknie do relacji FILMY wprowadź nową krotkę ID\_FILMY=11, TYTUL=’Komornik’, ROK\_PRODUKCJI=2005, CENA=10.5
3. W pierwszym oknie wyświetl zawartość relacji FILMY
4. W drugim oknie wyświetl zawartość relacji filmy.
5. W pierwszym oknie zatwierdź transakcje
6. W pierwszym oknie wyświetl zawartość relacji FILMY.
7. W drugim oknie wyświetl zawartość relacji FILMY.

begin;

insert into filmy (id\_filmu,tytul,rok\_produkcji,cena) values (11, 'Komornik', 2005,10.5);

select \* from filmy; --- w pierwszysm oknie wyświetla się id 11, w drugim nie---

commit;

select \* from filmy;---w obydwuch oknach id 11 wyświetla się----

**Drugie okno aplikacji**

select \* from filmy;

rollback;

select \* from filmy;

**//zad4 Podłącz się do bazy danych równocześnie z dwóch okien aplikacji. Wykonaj następujące kroki:**

1. **W pierwszym oknie rozpocznij nową transakcje.**
2. **W drugim oknie rozpocznij nową transakcje**
3. **W pierwszym oknie zmień cenę filmu ‘Wesele’ na 15zł**
4. **W drugim oknie zmień rok produkcji ‘Ronin’ na 2000**
5. **W pierwszym oknie zmień cenę ‘Ronin’ na 15 zł**
6. **W drugim oknie zmień rok produkcji ‘Wesele’ na 2000. Co się stało? Dlaczego?**

rollback;

begin;

update filmy set cena=15 where tytul='Wesele';

update filmy set cena=15 where tytul='Ronin';

select \* from filmy;

---error deadlock, blokada krotek---

**Drugie okno aplikacji**

rollback;

begin;

update filmy set rok\_produkcji=2000 where tytul='Wesele';

update filmy set rok\_produkcji=2000 where tytul='Ronin';

select \* from filmy;

---error deadlock, blokada krotek---

1. **Połącz się z bazą danych jako administrator (postgres). Utwórz dwa nowe konta użytkowników: a. nazwa użytkownika: jacek, hasło:123 b. nazwa użytkownika: placek, hasło: 456 Jako odpowiedzi rejestruj polecenia wymagane przez poszczególne zadania**

create user jacek password '123';

create user placek password '456';

1. **Połącz się z bazą danych jako użytkownik jacek. Utwórz nową relację TELEFONY o następującym schemacie: TELEFONY(ID\_OSOBY, IMIE, NUMER\_TEL). Wprowadź trzy dowolne krotki do relacji TELEFONY.**

create table TELEFONY

(ID\_OSOBY serial primary key,

IMIE varchar(50) not null,

NUMER\_TEL varchar(9));

1. **Połącz się z bazą danych jako użytkownik placek. Spróbuj wyświetlić wszystkie krotki relacji TELEFONY. Co się stało? Dlaczego? Jako odpowiedź, oprócz poleceń załącz także odpowiedzi na postawione pytania.**

select \* from telefony

Nie da się, bo placek nie ma dostępu do tej tabeli

1. **Połącz się z bazą danych jako użytkownik jacek. Przekaż użytkownikowi placek prawa do odczytu i wprowadzania krotek do relacji TELEFONY.**

GRANT INSERT ON telefony TO placek;

GRANT SELECT ON telefony TO placek;

1. **Połącz się z bazą danych jako użytkownik placek. Spróbuj wyświetlić wszystkie krotki relacji TELEFONY. Spróbuj wprowadzić nową krotkę do relacji TELEFONY. Spróbuj zmienić numer telefonu w dowolnej krotce relacji TELEFONY. Co się stało? Dlaczego?**

select \* from telefony

insert into telefony (id\_osoby, imie, numer\_tel) values(4, 'Anna', '723123123')

set imie = 'Jan' where id\_osoby = 1

--- ERROR: permission denied for table telefony

1. **Połącz się z bazą danych jako użytkownik jacek. Odbierz użytkownikowi placek prawo do wprowadzania krotek do relacji TELEFONY.**

REVOKE INSERT ON telefony FROM placek;

**7. Połącz się z bazą danych jako użytkownik placek. Spróbuj wyświetlić wszystkie krotki relacji TELEFONY. Spróbuj wprowadzić nową krotkę do relacji TELEFONY. Co się stało? Dlaczego?**

insert into telefony (id\_osoby, imie, numer\_tel) values (5, 'Anna', '723123123')

--- ERROR: permission denied for table telefony

**4.INDEKSY**

**1. Utwórz relację PIASEK (ID\_ZIARENKA SERIAL, MASA\_ZIARENKA REAL, KOLOR\_ZIARENKA VARCHAR(10)). Wprowadź cztery dowolne krotki do relacji PIASEK. Np.:**

![Obraz zawierający tekst

Opis wygenerowany automatycznie](data:image/png;base64,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)

create table PIASEK

(ID\_ZIARENKA SERIAL, MASA\_ZIARENKA REAL,

KOLOR\_ZIARENKA VARCHAR(10));

insert into PIASEK (MASA\_ZIARENKA,

KOLOR\_ZIARENKA) values

(0.025, 'szary'),

(0.021, 'czarny'),

(0.018, 'bialy'),

(0.031, 'czarny');

**2. Korzystając z polecenia INSERT INTO SELECT powielaj krotki relacji PIASEK tyle razy, aby posiadała ponad milion krotek. Uwaga: nie zamazuj wartości automatycznie wypełnianego atrybutu ID\_ZIARENKA. select count(\*) from piasek; 1048576**

insert into PIASEK (masa\_ziarenka,kolor\_ziarenka)

select masa\_ziarenka,kolor\_ziarenka from PIASEK;

select count (\*) from PIASEK;

**3. Dokonaj pomiaru czasu wykonania zapytania wyświetlającego kolor ziarenka piasku o identyfikatorze 123456. W odpowiedzi zanotuj uzyskany czas.**

select kolor\_ziarenka from PIASEK where id\_ziarenka=123456;

**4.Dokonaj pomiaru czasu wykonania zapytania wyświetlającego liczbę ziarenek piasku o identyfikatorach pomiędzy 500000 a 500005.**

select count(\*) from PIASEK where id\_ziarenka>=500000 and id\_ziarenka<=500005;

**5.Dokonaj pomiaru czasu wykonania zapytania wyświetlającego liczbę ziarenek piasku o masie 0.025 g**.

select count(\*) from PIASEK where masa\_ziarenka=0.025

**6.Utwórz indeks B\*-drzewo o nazwie PIASEK\_IND oparty na atrybucie ID\_ZIARENKA relacji PIASEK.**

create index PIASEK\_INX on PIASEK(ID\_ziarenka);

**7. Ponownie dokonaj pomiaru czasu wykonania zapytania wyświetlającego kolor ziarenka piasku o identyfikatorze 123456. Czy czas ten uległ zmianie? Dlaczego?**

select kolor\_ziarenka from PIASEK where id\_ziarenka=123456; z indeksami jest szybciej

**8. Dokonaj pomiaru czasu wykonania zapytania wyświetlającego liczbę ziarenek piasku o identyfikatorach pomiędzy 500000 a 500005. Czy czas ten uległ zmianie? Dlaczego?**

select count(\*) from piasek where id\_ziarenka BETWEEN 500000 and 500005

**9. Dokonaj pomiaru czasu wykonania zapytania wyświetlającego liczbę ziarenek piasku o masie 0.025 g. Czy czas ten uległ zmianie? Dlaczego?**

select count(\*) from piasek where masa\_ziarenka = '0.025'

10. Usuń indeks B\*-drzewo o nazwie PIASEK\_IND.

DROP INDEX piasek\_ind

ZJAZD 5 – 5 temat PL/PGSQL

**1. Utwórz funkcję o nazwie CENA\_BRUTTO(c REAL), która dla podanej ceny netto wyliczy odpowiadającą jej cenę brutto, powiększoną o 23%. Następnie wykonaj zapytanie, które na podstawie relacji FILMY wyświetli: tytuł filmu, cenę (netto) i cenę brutto.**

create function cena\_brutto ( c real)

returns real as $$

declare wynik real;

begin wynik:=c\*1.23;

return wynik;

end;

$$ language PLPGSQL;

--test

select tytul, cena as cena\_netto, cena\_brutto(cena) from filmy

**2. Utwórz funkcję o nazwie OPIS\_FILMU(id INTEGER), która dla podanego identyfikatora filmu wyświetli jego opis zgodnie z poniższym wzorcem: SELECT OPIS\_FILMU(1); Film “Ghostbusters” zostal nakrecony w roku 1984 przy udziale aktorow: Bill Murray, Dan Aykroyd, Sigourney Weaver.**

CREATE OR REPLACE FUNCTION opis\_filmu(id integer) RETURNS varchar AS $$

DECLARE

filmy\_kursor CURSOR FOR SELECT imie, nazwisko from aktorzy natural join filmy where id\_filmu = id;

tytul\_filmu filmy.tytul%type;

rok\_produkcji\_filmu filmy.rok\_produkcji%type;

imie\_f varchar(100);

nazwisko\_f varchar(100);

aktorzy varchar(1000);

wynik varchar(1000);

BEGIN

aktorzy := '';

select tytul, rok\_produkcji into tytul\_filmu, rok\_produkcji\_filmu from filmy where id\_filmu = id;

OPEN filmy\_kursor;

LOOP

FETCH filmy\_kursor INTO imie\_f, nazwisko\_f;

EXIT when not found;

aktorzy := aktorzy || imie\_f || ' ' || nazwisko\_f || ', ';

END LOOP;

CLOSE filmy\_kursor;

wynik :='Film ' || tytul\_filmu || ' zostal nakrecony w roku ' || rok\_produkcji\_filmu || ' przy

udziale aktorow: ' || aktorzy;

wynik := left(wynik, length(wynik)-2);

RETURN wynik || '.' ;

END;

$$ LANGUAGE PLPGSQL;

--- test

select opis\_filmu(1)

--- usunięcie

drop function opis\_filmu

**1. Dla atrybutu ID\_FILMU relacji FILMY zdefiniuj ograniczenie integralnościowe typu UNIQUE, dbające o niepowtarzalność identyfikatorów filmów w obrębie relacji.**

alter table filmy

add unique (id\_filmu)

**2. Utwórz funkcję o nazwie DODAJ\_FILM(id INTEGER, tyt VARCHAR, rok INTEGER, c REAL), służącą do wprowadzania nowej krotki do relacji FILMY. W przypadku, gdy podczas wykonania funkcji wystąpi wyjątek naruszenia ograniczenia integralnościowego UNIQUE, automatycznie zmodyfikuj wartość identyfikatora nowego filmu tak, aby była niepowtarzalna (np. aktualna wartość maksymalna + 1). Przetestuj działanie funkcji. W rozwiązaniu zamieść polecenie tworzące funkcję DODAJ\_FILM**

create or replace function DODAJ\_FILM(id INTEGER, tyt VARCHAR, rok INTEGER, c REAL) RETURNS varchar AS $$

declare

wynik varchar ='sukces';

ostatni integer;

begin

select max(id\_filmu) into ostatni from filmy;

insert into filmy (id\_filmu, tytul, rok\_produkcji, cena) values (id,tyt, rok,c);

return wynik;

exception

when UNIQUE\_VIOLATION then

ostatni=ostatni+1;

wynik = 'byl juz ten id';

insert into filmy (id\_filmu, tytul, rok\_produkcji, cena) values (ostatni,tyt, rok,c);

return wynik;

end;

$$ language PLPGSQL;

select DODAJ\_FILM (10, 'Psi patrol', 2022,67)

select \* from filmy

**3. Usuń funkcję DODAJ\_FILM.**

drop function DODAJ\_FILMY

WYZWALACZE

1. **Utwórz relację AKTORZY\_OPERACJE(data DATE, oper VARCHAR(100)), która posłuży do śledzenia operacji wykonywanych przez użytkownika.**

create table aktorzy\_operacje

(

date date, oper varchar(100)

)

1. **Utwórz wyzwalacz reagujący na operacje wprowadzania i usuwania krotek z relacji AKTORZY. Czas i rodzaj każdej operacji wykonywanej na relacji AKTORZY powinien być zapisywany w relacji AKTORZY\_OPERACJE. Przetestuj działanie wyzwalacza. W rozwiązaniu zamieść wszystkie polecenie potrzebne do utworzenia wyzwalacza.**

CREATE FUNCTION log\_aktorzy() RETURNS TRIGGER AS $$

BEGIN

IF (TG\_OP = 'INSERT') THEN

insert into aktorzy\_operacje (date, oper)

values

((SELECT CURRENT\_DATE), 'Insert');

ELSIF (TG\_OP = 'DELETE') THEN

insert into aktorzy\_operacje (date, oper)

values

((SELECT CURRENT\_DATE), 'Delete');

END IF;

RAISE NOTICE 'Wyzwalacz uruchomiony - logi zapisane dla modyfikacji!';

RETURN null;

END; $$ LANGUAGE PLPGSQL;

CREATE TRIGGER trigger\_exe after INSERT OR delete ON aktorzy

FOR EACH ROW EXECUTE PROCEDURE log\_aktorzy();

select \* from aktorzy

select \* from aktorzy\_operacje

insert into aktorzy

(id\_aktora, imie, nazwisko)

values

(29, 'Jan', 'Kowalski')

delete from aktorzy

1. where id\_aktora = 29

3. Usuń wyzwalacz i procedurę wyzwalacza.

drop function log\_aktorzy

drop trigger trigger\_exe on aktorzy

**Na potrzeby zadań utwórz tablice pracownicy(id\_pracownika, imie, nazwisko, miasto, pensja)**

create table pracownicy

(

id\_pracownika int primary key,

imie varchar(200),

nazwisko varchar(200),

miasto varchar(200),

pensja real

)

insert into pracownicy

values

(6, 'jan', 'kowalski', 'Komorniki', 85539)

select \* from pracownicy

select pensja from pracownicy

where id\_pracownika = 1

1. **Utwórz w języku PL/pgSQL funkcję PIT(dochód REAL) służącą do wyliczania należnego podatku dochodowego od osób fizycznych według skali podatkowej. Obliczenia powinny odbywać się według następującego algorytmu: - jeżeli "dochód"<= 85528 zł, to podatek należny wynosi 18% z "dochód" minus 556,02 zł - jeżeli "dochód" > 85528 zł, to podatek należny wynosi 14839 zł plus 32% z ("dochód" - 85528 zł) Następnie sprawdź działanie funkcji PIT() na tabeli pracownicy: select nazwisko, pensja, pit(pensja) from pracownicy;**

create or replace function PIT(dochod real) RETURNS real AS $$

declare

podatek real;

podatek\_procent real;

begin

IF (dochod <= 85528) THEN

podatek\_procent := 0.18;

podatek := dochod \* podatek\_procent;

ELSIF (dochod > 85528) THEN

podatek\_procent := 0.32;

podatek := 14839 + dochod \* podatek\_procent;

END IF;

return podatek;

END; $$ LANGUAGE PLPGSQL;

select PIT((select pensja from pracownicy

where id\_pracownika = 6))

select nazwisko, pensja, pit(pensja) from pracownicy;

1. **Utwórz w języku PL/pgSQL funkcję HIRE(id\_pracownika INT, imie VARCHAR, nazwisko VARCHAR, miasto VARCHAR, pensja REAL) służącą do wstawienia nowego rekordu do tabeli PRACOWNICY. Funkcja powinna zwracać wartość tekstową: - "OK", jeżeli wstawianie rekordu odbędzie się bez zgłoszenia wyjątku - "DUPLIKAT ID", jeżeli podczas próby wstawienia rekordu zostanie zgłoszony wyjątek UNIQUE\_VIOLATION Następnie sprawdź działanie funkcji HIRE(): select hire(6, 'Jan', 'Kowalski', 'Poznan', 100); select hire(5, 'Anna', 'Nowak', 'Poznan', 200);**

create or replace function HIRE(id\_pracownika INT, imie VARCHAR, nazwisko VARCHAR, miasto VARCHAR, pensja REAL) RETURNS varchar AS $$

declare

wynik varchar(200) := 'OK';

wynik\_duplat varchar(200) := 'DUPLIKAT ID';

begin

insert into pracownicy values (id\_pracownika, imie, nazwisko, miasto, pensja);

return 'wynik';

EXCEPTION

when unique\_violation then

return wynik\_duplat;

end;

$$ LANGUAGE PLPGSQL;

select hire(7, 'Jan', 'Kowalski', 'Poznan', 100);

select hire(5, 'Anna', 'Nowak', 'Poznan', 200);

**3.Utwórz wyzwalacz DOUBLE\_SALARY i związaną z nim procedurę wyzwalaną DOUBLE\_SALARY\_FUN, który każdemu nowo wstawianemu do tabeli PRACOWNICY rekordowi podwoi wartość kolumny PENSJA. Następnie sprawdź działanie wyzwalacza: insert into pracownicy values(10, 'Jan', 'Kowalski','Poznan', 100);**

**select \* from pracownicy where id\_pracownika=10;**

create or replace function DOUBLE\_SALARY\_FUN() RETURNS TRIGGER AS $$

begin

new.pensja := new.pensja \* 2;

RETURN NEW;

END; $$ LANGUAGE PLPGSQL;

CREATE TRIGGER double\_salary BEFORE INSERT ON pracownicy

FOR EACH ROW EXECUTE PROCEDURE DOUBLE\_SALARY\_FUN();

insert into pracownicy values(11, 'Jan', 'Kowalski', 'Poznan', 100);

select \* from pracownicy where id\_pracownika=11;

drop trigger double\_salary on pracownicy